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Exploration: Cognitive Style Heuristics

How to Complete This Module

This module will teach you about the 9 Cognitive Style Heuristics. For each heuristic, there's a
text description and example images. Note: The images are presented as multiple slides. You
can use the arrows or toolbar at the bottom of the image widget to navigate between
images.
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Additionally, there's an end quiz with multiple-choice questions for you to complete at the end of
the module.

Continue reading below to start learning!

n iroduction: What are Software Usability Heuristics?

Software usability heuristics are guidelines for making software user interface (Ul) designs more
usable. Software designers go through heuristics one-by-one when evaluating the usability of a
Ul. Software usability heuristics can also guide the creation of a new Ul.

An advantage of software usability heuristics is they are an inexpensive way to make a Ul more
usable: they do not require testing with actual users.

What are the Cognitive Style Heuristics?

The Cognitive Style Heuristics are one set of software usability heuristics. They were created
by a research team headed by Margaret Burnett, a leader in usability research.

The Cognitive Style Heuristics are used to find and fix usability bugs in software. They are
based on research about different ways people problem-solve in software they're using for



the first time.
At the core of the Cognitive Style Heuristics are five cognitive problem-solving facets:

e a user's motivations for using software (possible facet values: task completion vs. interest)
« their information processing style (comprehensive vs. selective)

e their computer self-efficacy (low vs. high)

e their attitude toward risk (risk-averse vs. risk-tolerant)

e their style of learning new software (by process vs. by tinkering)

The Cognitive Style Heuristics are guided by cognitive style personas: Abi, Pat, and Tim. Abi's
cognitive style consists of a set of facet values at one end of the cognitive style spectrum. Tim is
at the other end. Pat is somewhere in between. Most people are like Pat---a mixture of facet
values. In addition, an individual's facet values can change with time and circumstances.

Note: The blue text is customizable; the blue text shown is only an example. Abi, Pat, and Tim
may be any gender.



Researchers have shown that designing with cognitive styles in mind can make software
less gender-biased [Vorvoreanu 2019].

To summarize, the Cognitive Style Heuristics are a set of principles based on the cognitive style
personas and cognitive problem-solving facets. They allow developers to quickly identify parts of
a Ul that potentially have usability bugs. Designing for cognitive styles can make software less
gender-biased. Keep reading below to learn about each of the heuristics.

Heuristic #1 (of 9): Explain what new features do, and why they
are useful

Allow Abi to quickly assess new features so they can choose whether to start using them. Allow
Tim to quickly assess what a feature is for so they can move on to finding out what the rest of
the software's features do.

Abi uses software only as needed for their task. They prefer familiar features to keep focused on
the task and may be wary of new features.

Tim likes using software to learn what new features can help them accomplish.



\ > Puristic #2 (of 9): Explain what existing features do, and why
they are useful

Allow Abi to determine whether existing features are familiar to them. Allow Tim to more
efficiently determine which features are known and which are new and unique.

Abi is risk-averse and so may avoid using features that have an unknown time cost and an
unknown benefit.

Tim is risk-tolerant so may use features without knowing their cost or even what they do. Tim is
also motivated to investigate new, cutting-edge features.



Heuristic #3 (of 9): Let people gather as much information as
E |ey want, and no more than they want

Allow Abi to find the information they want, but don't force them to spend excessive time or effort
gathering that information. Allow Tim to find correct information immediately, so that they don't
go down the wrong path or get distracted from their task.

Abi gathers and reads relevant information comprehensively before acting.

Tim likes to delve into the first option and pursue it, backtracking if need be.



\ » suristic #4 (of 9): Keep familiar features available

To encourage Abi and Tim to continue using the software, allow them to interact with it in ways
they expect.

Abi has low computer self-efficacy, so often takes the blame if a problem arises in the software,
such as features having changed.

Tim has high computer self-efficacy, so often blames the software if a problem arises, such as
features having changed.



\ .’.Euristic #5 (of 9): Make undo/redo and backtracking available

Provide undo/redo and backtracking to allow Abi to feel comfortable proceeding, and to allow
Tim to recover from mistakes.

Abi is risk-averse, so prefers not to take actions in software that might not be easy to reverse.

Tim is risk-tolerant, so is willing to take actions in software that might be incorrect and need to
be reversed.



\ .’.Euristic #6 (of 9): Provide ways to try out different approaches

Allow Abi to try a different approach when they feel unable to proceed with the current one.
Allow Tim to try multiple ways of solving a problem.

Abi has low computer self-efficacy, so often takes the blame if a problem arises in the software.
This can discourage Abi from persevering in the software.

Tim has high computer self-efficacy, so often blames the software if a problem arises but is
willing to try numerous ways of addressing the problem.



\ f.Euristic #7 (of 9): Communicate the amount of effort that will
be required to use a feature

Allow Abi to decide whether or not a feature will require too much effort to use. Allow Tim to
understand that a feature may take extra effort, and thus more time, to help them stay on track

with their task.
Abi is risk-averse, so may want to avoid features with high effort costs.

Tim is risk-tolerant, so may begin using features that require extra effort and time, and that are

unrelated to the task at hand.



~zuristic #8 (of 9): Provide a path through the task

>

Provide Abi a way to go through tasks using a clear process. Provide Tim a way to bypass step-
by-step processes and tutorials if those are not required for learning the software.

Abi is a process-oriented learner, so prefers to proceed through tasks step-by-step.

Tim learns by tinkering, so prefers not to be constrained by rigid, pre-determined processes.



-, Buristic #9 (of 9): Encourage mindful tinkering

Encourage Abi to tinker in ways that lead to them discovering task-relevant functionality.
Encourage Tim not to over-tinker (e.g., by adding an extra click), so that they make fewer
mistakes, have time to absorb important information, and stay on-task.

Abi is a process-oriented learner so usually prefers not to tinker. Because of this, they might
miss useful or important parts of the software.

Tim learns by tinkering, but sometimes tinkers addictively and gets distracted from their task.



Erap Up

The Cognitive Style Heuristics are a set a 9 software usability heuristics for evaluating and
improving the usability of Uls for people with different cognitive styles.

Quiz




If a user had to search through multiple pages in order to find the advanced
options, who of the following will most likely take the time to find it?

O Abi

O Tim

O Check >
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