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I. CONTEXT

Principally associated with the field of ecology, the topic of
sustainability has emerged as an increasingly important area
of research in a number of sub-fields within the domain of
computing including artificial intelligence, high-performance
computing, human-computer interaction, requirements engi-
neering, and scientific computing [9]. Within the field of
software engineering, sustainability has been identified as an
important topic given modern society’s high dependency on
increasingly complex and ’dangerously fragile’ software sys-
tems, which operate in evolving, distributed eco-systems [17].

In relation to software, there exist at least two distinct
viewpoints for the topic area of software and sustainability:
sustainable software and software engineering for sustain-
ability (SE4S) [13], [5]. The former is concerned with the
principles, practices, and processes that contribute to software
endurance, i.e. technical sustainability, and the latter focuses
on software systems to support one or more dimensions of
sustainability, concerning issues outside the software systems
itself. While a number of communities have attempted to
address the challenges of achieving sustainability from their
different perspectives, there is a severe lack of common
understanding of the fundamental concepts of sustainability
and how it relates to software systems. As a result, there
is no agreed definition of software sustainability or how it
might be achieved. While there have been a number of con-
tributions to formalise a definition of software sustainability,
the concept remains an elusive and ambiguous term with
individuals, groups and organisations holding diametrically
opposed views [18]. This lack of clarity ultimately leads
to confusion, and potentially to ineffective and inefficient

efforts to develop sustainable software systems. Fundamental
to the establishment of a Body of Knowledge of Software
Sustainability is a clear definition of software sustainability.
Our aim is to explore the range of definitions of software
sustainability in order for the software engineering community
to move towards a consensus on how software sustainability
is defined and understood. As such, this paper argues that the
advancement of software sustainability as a field of research
requires a shared and common understanding of the concept.

II. PROBLEM

What does software sustainability mean in the field of
software engineering? Cohen et. al [4] exemplify the issue,
where they argue that maintainability, [sustainability], and
robustness are core aspects of building [sustainable software],
which is underpinned by ensuring a [sustainable] approach to
software development. While few would argue against main-
tainability being a core internal quality of a software system,
the terms sustainability and sustainable are not defined in
context, leaving them open to [mis]interpretation. In addition,
little evidence or practical guidance is offered in the way of
what a sustainable approach to software development is, how
this can be achieved in practice or how sustainability can
be measured or demonstrated. This raises the question, are
the terms and process by which software sustainability can
be achieved widely understood or have they been reduced to
vacuous platitudes?

It is suggested that sustainability is generally understood
as the capacity of a socio-technical system to endure [6],
which aligns with how the term is defined in modern En-
glish [15]. An additional perspective was presented by Lago
et. al [11] who suggested that sustainability was not only the



capacity to endure but to “preserve the function of a system
over an extended period of time [10]. This aligns with the
term’s Latin origin, ”sustinere”, i.e. to maintain. If we accept
the argument that software sustainability is the ”capacity to
endure”, this leads to the natural question of over what time
frame? It has been suggested that a sustainable software is a
software-intensive system that operates for an average software
lifetime of ten and a maximum of thirty years [16]. How
this time frame was derived is unclear. Nevertheless, both
these perspectives suggest that endurance, i.e. longevity, as an
expression of time, and the ability to maintain are key factors
at the heart of understanding sustainability. However, viewing
software sustainability simply in terms of the software systems
capacity to endure over a specified time period requires a clear
mechanism by which it can be demonstrated at design time.
In addition, further research is required to confirm or refute
this position as evidence suggests that software engineering
practitioners’ tended to have a narrow understanding of the
concept of sustainability with a focus on environmental and
economic sustainability [3].

In contrast to viewing software sustainability as a measure
of endurance, a number of definitions have emerged from the
field of software engineering, which align software sustain-
ability to one or more software quality attributes that con-
tribute to the sustainability of the software artefact including
maintainability and extensibility [14], [8]. One of the princi-
pal challenges in defining sustainability as a non-functional
requirement is how to demonstrate that the quality factors
have been addressed in a quantifiable way. Nevertheless, it
is argued that maintainability and evolution of the software
artefact are key enablers to achieving long-living software [7].
As such, it has been argued that while this addresses the
technical dimension of sustainability in developing long-living
software, sustainability applies to both the system and its wider
contexts. As a result, there is a need to take into account the
direct and indirect negative impacts on the economy, society,
individuals, and environment that result from the development,
deployment, and continued use of the software system [12],
[11], [1], [6]. This suggest that a sustainable software product
can only be achieved if the negative and positive impacts on
the dimensions of sustainability are taken into account and can
be demonstrated. While a number of initiatives have attempted
to address this, it remains an open and challenging research
issue [5], [6].

III. SOLUTION

Before the sustainability of a software system can be
measured, it is argued that it must be understood [14]. Defining
software sustainability as its capacity to endure is overly
simplistic and requires greater precision and clarity. We reject
the view proposed by [2] that sustainability is simply another
software quality in its own right, which has equivalence to
other software qualities such as maintainability or extensibility.
From a purely technical perspective, we propose that software
sustainability is a defined as a composite, first-class, non-
functional requirement that is a measure of a range of core

software quality attributes, which includes at a minimum,
maintainability, extensibility, and usability [14], [18], [8].
This position aligns with the Karlskrona Manifesto for Sus-
tainability Design [1], which argues that sustainability is an
overarching concern even if the primary focus of the system
under design is not sustainability, i.e. a concern independent of
the purpose of the system, which requires action on multiple
levels. Further research is required by the community to
confirm or refute this position. However, while this addresses
the technical dimension of sustainability is does not account
for the alignment with the other dimension of sustainability
and the need to take into account the direct and indirect
negative impacts on different dimensions of sustainability
that result from the development, deployment, and continued
use of the software system. How the software engineering
community want to define and measure the sustainability of
software systems remains an open issue that must be addressed
in the development of a Body of Knowledge on Software
Sustainability.
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